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Abstract
Exchequer is a constraint solver that translates XCSP3 problems into C programs, which are then
analysed by a bounded model checker. The model checker encodes the C program as a SAT instance,
and if the problem is satisfiable, produces a counterexample trace from which a solution can be
extracted. The way constraints are encoded in C, particularly the choice between logical (&&, ||)
and bitwise (&, |) operators, can significantly affect the performance of the SAT solver. In this work,
we benchmark Exchequer using different encoding strategies to determine which approaches yield
the most efficient solving.
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1 Motivation

Exchequer is a constraint solver designed to address combinatorial problems expressed in
the XCSP3-Core format, a widely used XML-based representation that preserves much of
the structure and semantics of constraint satisfaction and optimisation problems [4]. Unlike
many traditional solvers that process XCSP3 instances directly, Exchequer employs a novel
approach: it translates XCSP3 problems into C programmes, which are then analysed
using tools from the software verification community, such as bounded model checkers like
CBMC [3].

Each variable in the XCSP3 problem is mapped to a corresponding C variable, and
constraints are encoded as assumptions or assertions in the C code. The generated C
programme is constructed so that an assertion violation occurs if and only if the variable
assignments satisfy all the original constraints. The programme is then passed to a bounded
model checker (CBMC), which encodes the C programme as a SAT instance. If the problem
is satisfiable, the model checker produces a counterexample trace, from which Exchequer
extracts the solution [5].

This methodology leverages the strengths of state-of-the-art verification tools, allowing
Exchequer to benefit from advanced SAT-based reasoning and symbolic execution. It
also opens the door to evaluating a broad range of verification techniques, developed and
benchmarked in venues such as the annual Software Verification Competition (SV-COMP) [1],
on combinatorial constraint problems.

A critical insight is that the efficiency of the SAT solver, and thus the overall performance
of Exchequer, is not determined solely by the original XCSP3 problem but also by the specifics
of the translation to C. In particular, the choice of operators for encoding constraints, such
as logical AND/OR (&&, ||) versus bitwise AND/OR (&, |), can significantly affect both
the size and complexity of the resulting SAT instance and the speed with which the solver
finds a solution. Logical operators in C provide short-circuit evaluation, which can reduce
unnecessary computation and lead to more compact SAT encodings, while bitwise operators
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always evaluate both operands, potentially increasing the computational burden and the
number of SAT clauses generated.

However, there are plausible reasons to consider both logical and bitwise encodings,
making the choice non-trivial. Logical operators guarantee results of exactly 0 or 1, and, if
the model checker is sufficiently sophisticated, it may optimise chains of logical operations
to single-bit computations, potentially yielding efficient SAT encodings. Conversely, the
short-circuiting behaviour of logical operators introduces additional control flow paths, which
can cause path explosion in tools that enumerate execution paths, such as symbolic execution
engines. In these cases, bitwise operators, which do not short-circuit and thus avoid extra
branches, may be preferable. Recent work by Verma and Yap [6] demonstrates that bitwise
encodings can mitigate path explosion and sometimes lead to better solver performance.
Thus, it is not a foregone conclusion which encoding is best for Exchequer; systematic
benchmarking is necessary to empirically determine the most effective strategy.

Example

Listing 1 A simple XCSP3 example: find integers 1 ≤ x ≤ 10 and 1 ≤ y ≤ 100 with y = x2.
<instance format =" XCSP3" type =" CSP">
<variables >
<var id="x"> 1..10 </var >
<var id="y"> 1..100 </var >
</variables >
<constraints >
<intension >
eq(y,mul(x,x))
</intension >
</ constraints >
</instance >

Listing 2 Exchequer’s C translation using logical operators (&&, ||).
# include <stdint .h>
uint32_t x = __VERIFIER_nondet_u32 ();
uint32_t y = __VERIFIER_nondet_u32 ();

__VERIFIER_assume ((x >= 1) && (x <= 10));
__VERIFIER_assume ((y >= 1) && (y <= 100));
__VERIFIER_assume (y == x * x);

__VERIFIER_error ();

Listing 3 Alternative C translation using bitwise operators (&, |).
# include <stdint .h>
uint32_t x = __VERIFIER_nondet_u32 ();
uint32_t y = __VERIFIER_nondet_u32 ();

__VERIFIER_assume ((x >= 1) & (x <= 10));
__VERIFIER_assume ((y >= 1) & (y <= 100));
__VERIFIER_assume (y == x * x);

__VERIFIER_error ();
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The choice between logical (&&, ||) and bitwise (&, |) operators impacts both correctness
and performance:

Logical operators short-circuit evaluation (e.g., stop at the first false condition in &&),
which can reduce SAT instance size but introduces additional control-flow branches. This
may cause path explosion in symbolic execution tools [6].
Bitwise operators evaluate all operands and avoid branching, simplifying control flow but
potentially generating larger SAT encodings.

Systematic benchmarking in Exchequer is required to determine which encoding yields better
performance for specific problem classes.

2 Results

We benchmarked Exchequer using a suite of representative XCSP3 problems, comparing the
impact of logical (&&, ||) versus bitwise (&, |) operator encodings on solver performance.
The results are summarised in Figures 1 and 2.

Figure 1 Comparison of CPU time for logical vs. bitwise operator encodings across benchmark
problems. Logical operators consistently result in lower CPU time.

Figure 2 Comparison of memory usage for logical vs. bitwise operator encodings. Logical
encodings tend to use less memory, especially on larger instances.
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As shown in Figure 1, encoding constraints using logical operators leads to a substantial
reduction in CPU time compared to bitwise encodings. Similarly, Figure 2 demonstrates
that logical encodings typically consume less memory. These results confirm that the choice
of encoding strategy has a significant impact on the efficiency of SAT-based solving in
Exchequer, with logical operators offering clear advantages in both runtime and memory
usage.
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